**Делегирование событий**

Всплытие событий позволяет реализовать один из самых важных приёмов разработки – *делегирование*.

Он заключается в том, что если у нас есть много элементов, события на которых нужно обрабатывать похожим образом, то вместо того, чтобы назначать обработчик каждому – мы ставим один обработчик на их общего предка. Из него можно получить целевой элемент event.target, понять на каком именно потомке произошло событие и обработать его.

**[Пример «Ба Гуа»](http://learn.javascript.ru/event-delegation" \l "primer-ba-gua)**

Рассмотрим пример – [диаграмму «Ба Гуа»](http://en.wikipedia.org/wiki/Ba_gua). Это таблица, отражающая древнюю китайскую философию.

Вот она:

Её HTML (схематично):

<table>

<tr>

<th colspan="3"><em>Bagua</em> Chart: Direction, Element, Color, Meaning</th>

</tr>

<tr>

<td>...<strong>Northwest</strong>...</td>

<td>...</td>

<td>...</td>

</tr>

<tr>...еще 2 строки такого же вида...</tr>

<tr>...еще 2 строки такого же вида...</tr>

</table>

В этой таблице всего 9 ячеек, но могло быть и 99, и даже 9999, не важно.

**Наша задача – реализовать подсветку ячейки <td> при клике.**

Вместо того, чтобы назначать обработчик для каждой ячейки, которых может быть очень много – мы повесим *единый обработчик* на элемент <table>.

Он будет использовать event.target, чтобы получить элемент, на котором произошло событие, и подсветить его.

Код будет таким:

var selectedTd;

table.onclick = function(event) {

var target = event.target; // где был клик?

if (target.tagName != 'TD') return; // не на TD? тогда не интересует

highlight(target); // подсветить TD

};

function highlight(node) {

if (selectedTd) {

selectedTd.classList.remove('highlight');

}

selectedTd = node;

selectedTd.classList.add('highlight');

}

Такому коду нет разницы, сколько ячеек в таблице. Обработчик всё равно один. Я могу добавлять, удалять <td> из таблицы, менять их количество – моя подсветка будет стабильно работать, так как обработчик стоит на <table>.

Однако, у текущей версии кода есть недостаток.

**Клик может быть не на том теге, который нас интересует, а внутри него.**

В нашем случае, если взглянуть на HTML таблицы внимательно, видно, что ячейка содержит вложенные теги, например <strong>:

<td>

<strong>Northwest</strong>

...Metal..Silver..Elders...

</td>

Естественно, клик может произойти внутри <td>, на элементе <strong>. Такой клик будет пойман единым обработчиком, но target у него будет не <td>, а <strong>:

![http://learn.javascript.ru/article/event-delegation/bagua-bubble.png](data:image/png;base64,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)

Внутри обработчика table.onclick мы должны по event.target разобраться, в каком именно <td> был клик.

Для этого мы, используя ссылку parentNode, будем идти вверх по иерархии родителей от event.target и выше и проверять:

* Если нашли <td>, значит это то что нужно.
* Если дошли до элемента table и при этом <td> не найден, то наверное клик был вне <td>, например на элементе заголовка таблицы.

Улучшенный обработчик table.onclick с циклом while, который это делает:

table.onclick = function(event) {

var target = event.target;

// цикл двигается вверх от target к родителям до table

while (target != table) {

if (target.tagName == 'TD') {

// нашли элемент, который нас интересует!

highlight(target);

return;

}

target = target.parentNode;

}

// возможна ситуация, когда клик был вне <td>

// если цикл дошёл до table и ничего не нашёл,

// то обработчик просто заканчивает работу

}

**На заметку:**

Кстати, в проверке while можно бы было использовать this вместо table:

while (target != this) {

// ...

}

Это тоже будет работать, так как в обработчике table.onclick значением this является текущий элемент, то есть table.

Можно для этого использовать и метод closest, при поддержке браузером:

table.onclick = function(event) {

var target = event.target;

var td = target.closest('td');

if (!td) return; // клик вне <td>, не интересует

// если клик на td, но вне этой таблицы (возможно при вложенных таблицах)

// то не интересует

if (!table.contains(td)) return;

// нашли элемент, который нас интересует!

highlight(td);

}

**[Применение делегирования: действия в разметке](http://learn.javascript.ru/event-delegation" \l "primenenie-delegirovaniya-deystviya-v-razmetke)**

Обычно делегирование – это средство оптимизации интерфейса. Мы используем один обработчик для *схожих*действий на однотипных элементах.

Выше мы это делали для обработки кликов на <td>.

**Но делегирование позволяет использовать обработчик и для абсолютно разных действий.**

Например, нам нужно сделать меню с разными кнопками: «Сохранить», «Загрузить», «Поиск» и т.д. И есть объект с соответствующими методами: save, load, search и т.п…

Первое, что может прийти в голову – это найти каждую кнопку и назначить ей свой обработчик среди методов объекта.

Но более изящно решить задачу можно путем добавления одного обработчика на всё меню, а для каждой кнопки в специальном атрибуте, который мы назовем data-action (можно придумать любое название, но data-\* является валидным в HTML5), укажем, что она должна вызывать:

<button data-action="save">Нажмите, чтобы Сохранить</button>

Обработчик считывает содержимое атрибута и выполняет метод. Взгляните на рабочий пример:

<div id="menu">

<button data-action="save">Сохранить</button>

<button data-action="load">Загрузить</button>

<button data-action="search">Поиск</button>

</div>

<script>

function Menu(elem) {

this.save = function() {

alert( 'сохраняю' );

};

this.load = function() {

alert( 'загружаю' );

};

this.search = function() {

alert( 'ищу' );

};

var self = this;

elem.onclick = function(e) {

var target = e.target;

var action = target.getAttribute('data-action');

if (action) {

self[action]();

}

};

}

new Menu(menu);

</script>

Обратите внимание, как используется трюк с var self = this, чтобы сохранить ссылку на объект Menu. Иначе обработчик просто бы не смог вызвать методы Menu, потому что его собственный this ссылается на элемент.

Что в этом случае нам дает использование делегирования событий?

* Не нужно писать код, чтобы присвоить обработчик каждой кнопке. Меньше кода, меньше времени, потраченного на инициализацию.
* Структура HTML становится по-настоящему гибкой. Мы можем добавлять/удалять кнопки в любое время.
* Данный подход является семантичным. Также можно использовать классы .action-save, .action-load вместо атрибута data-action.

**[Итого](http://learn.javascript.ru/event-delegation" \l "itogo)**

Делегирование событий – это здорово! Пожалуй, это один из самых полезных приёмов для работы с DOM. Он отлично подходит, если есть много элементов, обработка которых очень схожа.

Алгоритм:

1. Вешаем обработчик на контейнер.
2. В обработчике: получаем event.target.
3. В обработчике: если event.target или один из его родителей в контейнере (this) – интересующий нас элемент – обработать его.

Зачем использовать:

* Упрощает инициализацию и экономит память: не нужно вешать много обработчиков.
* Меньше кода: при добавлении и удалении элементов не нужно ставить или снимать обработчики.
* Удобство изменений: можно массово добавлять или удалять элементы путём изменения innerHTML.

Конечно, у делегирования событий есть свои ограничения.

* Во-первых, событие должно всплывать. Нельзя, чтобы какой-то промежуточный обработчик вызвал event.stopPropagation() до того, как событие доплывёт до нужного элемента.
* Во-вторых, делегирование создает дополнительную нагрузку на браузер, ведь обработчик запускается, когда событие происходит в любом месте контейнера, не обязательно на элементах, которые нам интересны. Но обычно эта нагрузка настолько пустяковая, что её даже не стоит принимать во внимание.